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Abstract

Performance evaluation is critical in developing
computer systems. 10 evaluate the performance and to study
the characteristics of program execution, program tracing
and monitoring sofiware have been used widely. However, in
the Windows/x86 platform, it is very difficult to build such a
software tool, because the Windows system and its many
applications are distributed without source code. In addition,
the x86 CPU has a complicated instruction set architecture
and is difficult to analyze. In this paper, we report a
program tracing tool for the Windows NT/x86 platform,
which aims at tracing multithreaded Windows applications
without source code available. We have applied our tracing
system to a number of benchmark programs. Their execution
characteristics obtained from out tool are presented.

1. INTRODUCTION

The personal computers (PCs) are the mainstream
computing machines nowadays. Most PCs are equipped
with x86-compatible processors, running the Microsoft
Windows operating system. When people write programs on
such platforms, they wusually want to know the
characteristics of their programs and how they perform.
With this information, performance of the programs can be
better tuned. Similarly, when a hardware designer is faced
with various design tradeoffs, he also wants to know how
target applications run on the hardware. Unfortunately, there
are very few tools to analyze the program characteristics on
Windows systems. The difficulty stems from the facts that
the Windows operating system is distributed without source
code, with many internal activitiecs undocumented. The
complicated instruction set of the x86 processor also posts a
great barrier to develop such a tool.

Various techniques have been proposed to analyze
program behavior and study their execution characteristics
[1,2,7,10,12]. One important class of techniques is to insert
pieces of codes into the source program through compilers,
assemblers, or linkers [6,7]. When the instrumented program
is executed, execution statistics or traces are output and
collected. Unfortunately, these techniques can only work on
applications with source code. More aggressive
instrumentation techniques call for the modification of the
binary executables, called binary rewriting  or
instrumentation [7,8,15].

In this paper, we introduce a program tracing tool on

the Windows system, assuming the source code of the
applications is unavailable. Our tracing system is able to
capture the trace of an application just from its executable
files or run-time states. Since Windows 95/98/NT supports
system-aware threads, our tool is also able to distinguish the
behavior of different threads and trace them individually.

The rest of this paper is structured as follows. Section
2 surveys program tracing software developed by other
resecarch groups or commercial corporations. Section 3
introduces the methods used to build our program tracing
system. The OS and CPU related issues are discussed.
Section 4 shows the experimental results of applying our
tracing tool to benchmark programs. We analyze their
instruction mix, basic blocks, call graphs, and many other
important features. Section 5 gives our conclusions and
points out several possible future works.

2. RELATED WORKS

Many academic and commercial research groups have
devoted many efforts to application characteristics analysis.
Dozens of software tools have already been developed for
tracing and profiling programs on different platforms and
different operating systems [1,3,5,6,8,15]. Some of them can
even trace system level activities, such as Vrune [5] by Intel
and PatchWrx [1] by Digital. The ultimate goal of these
software is to capture the behavior of a running application,
e.g., instruction mix, basic block size, branch and call graph,
etc. By analyzing these informations, software programmers
may optimize algorithms used in their applications and
hardware designers may improve the system organization to
get more performance.

These tools have adopted many advanced techniques,
for instance, instrumentation [8], binary rewriting [1,15],
and run-time sampling [5]. Some hardware-based methods
are also used, such as the performance monitoring counters
in x86 processors [2,5,10] and PALcode of Alpha processors
[1]. The ptrace() system call in UNIX provides tracing and
debugging capability at the operating system level.

3. THE PROGRAM TRACING TOOL

This section describes our program tracing tool on the
Windows NT/x86 platform. The ultimate goal is to collect
complete traces of all threads created by a running
application. Since most Windows applications are
distributed in executables without source code available, we



restrict our program tracing software to collect traces only
from the executable images and the run-time states. This
allows us to work with most Windows applications. We will
focus on Windows NT, and discuss in the following some
important issues related to hardware and operating system,
when building such a program tracing tool.

3.1. Issues Related to Operating System

Since all programs are executed on top of the
operating system, the first thing we have to know is how
Windows NT creates an environment within which program
runs. The Windows NT has a microkernel-like and layered
kernel [16]. It is implemented with several protected
subsystems, ¢.g., Win32 and POSIX subsystems, which run
in the user mode and are responsible for the interaction
between the user programs and the kernel. Windows NT
also provides a large number of APIs for application
programs to call and to accomplish system-related
operations, such as creating a new thread or allocating a
memory location.

When a program is put into run, Windows NT first
creates a new address space and some kernel objects for this
new process. Then, it uses a mechanism, named memory-
mapped file, to map the module images, including the
executable file and the dynamic linked libraries (DLLS) used,
into the process' address space. The most important system
DLLs are Ntdil.dll and Kernel32.dll. Kernel32.dll contains
APIs for creating and destroying processes and threads,
managing memory, accessing files, and synchronizing
threads, etc. These APIs in turn call those exported from
Ntdll.dll for minor functions or for trapping into the NT
kernel. After these system activities complete, NT turns
control to the first thread of the newly created process and
the application gets the first chance to run. Because the NT
threads are system-aware, the system makes a context
switch between threads no matter whether they are in the
same process or not.

Windows NT also provides a set of DEBUG APIs [14].
By using these DEBUG APIs, a programmer can create a
process for debugging (CreateProcess), wait for some debug
events to happen (WaitForDebugEvent), read or replace the
thread context (GetThreadContext and SetThreadContext),
and read or replace the content of remote processes' address
space (ReadProcessMemory and WriteProcessMemory).
Our program tracing tool heavily uses these APIs for
snooping the thread contexts of a debuggee process and for
capturing the machine instruction that a remote thread is
executing. The following sections will discuss more details
about the implementation.

When creating a process for debugging, we can call
the appropriate APIs to get the content of the foreign
address space. Thus, understanding how the executable files
or modules are organized is also a necessary. The Win32
executable file is named the Portable Executable (PE) file
[13]. The PE file format contains an old-style MSDOS
header, a PE file header, a PE optional header, and a set of
section headers and section bodies.

Those headers are composed of several fields, some of
which keeps information about that PE file, ¢.g., magic
number, entry point, code size, etc., and some keeps a
relative virtual address (RVA) to another field or section.

Sections included in a PE file are classified into different
types and usages. The .fext section contains machine
instructions, .data and .BSS are used for carrying initialized
and uninitialized data, respectively. The .idata section keeps
the information about all imported APIs and DLLs.
The .edata section contains export information of this PE
file, usually appearing when it is a DLL or has to export
some functions.

3.2 Issues Related to Hardware

Since our goal is to catch every instruction in the
execution path of cvery running thread, we nced a
disassembler to translate the x86 machine instructions into a
readable format. Thus we need to understand how x86
instructions are decoded.

The x86 architecture has very complicated instruction
format and addressing modes [4]. In a x86 instruction, only
the opcode field, cither one or two bytes, must exist, the
others are optional. The AModR/M field is composed of three
subfields: Mod, Reg/Opcode, and R/AM. It is used to
determine the operands, the addressing mode, and whether
the next three fields exist. In some cases, the Reg/Opcode
subfield is used as an extension of the opcode. If the SIB
field exists, it specifies the base register, index register, and
scaling factor of the index. There are also situations that an
instruction contains an opcode with implicit operands, ¢.g.,
opcode /6h represents the instruction "push SS™, where SS
is the stack segment register. It is also possible that the
opcode will be immediately followed by a Displacement or
Immediate field.

The x86 architecture provides a mechanism called soff
interrupt or exception to trigger the processor to handle
specific events. This is accomplished with instructions such
as INT n, where n is an interrupt vector number.

When tracing a running application, we use a large
number of breakpoints and single-step exceptions to stop the
process and record the thread states. While a thread is
stopped by a breakpoint or a single-step exception, the
address of the next instruction is reported instead of the
instruction causing this exception.

When developing our tracing program, we use the
instruction INT 3 (0xCC) to trigger the breakpoint exception
and set the 7F flag in the EFLAGS register to trigger the
single-step trap. The processor clears the TF flag before
calling the exception handler. For protection purpose, the
operating system checks the privilege level after any single-
step trap to sce if single stepping could be continued at the
current privilege level. It follows that a user-level code
cannot single-step into the system-level code.

3.3. Trace Generation

Our basic idea of generating trace is to set each thread
into the single-step mode as it runs. When completing an
instruction, the thread will be stopped and we have the
chance to record the state of the thread context and generate
a trace record. After these actions are done, we let this
thread go to the next instruction and we continue tracing it.
Although this method is time-consuming, it really works
very well to get the full trace of an application.

In this subsection, we present the principal data
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Figure 1: Abstraction of process management

abstractions used in our tracing program for managing the
processes and threads created by a running application. The
main algorithms in our tracing program and optimization
methods are then described.

3.3.1 Data abstractions

A running application may create one or more
processes, cach of which may spawn several threads and
map required DLLs into its address space. The data
structures to represent these entities are described below.

Process, Thread, DLL

In most cases, an application may spawn several
threads and even several processes. So, we use a doubly
linked list to chain the processes created by the same
running application and a global variable to hold the head
node of that process list. The threads spawned by the same
process and DLLs loaded by the process are chained
respectively by two additional doubly linked lists, linked
from that process node. The abstractions for process and
thread management are shown in Figures 1 and 2.

Each data structure must keep some related
information. A process node has to store the process id, the
process entry point, the module image header, a flag to
denote whether it is alive, a HANDLE to the process, and,
most importantly, a TRACE INFO record. A handle is a
special data type to keep the connection to a kernel object in
the Windows system. The TRACE INFO record keeps
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information about basic blocks and instructions, which will
be described below. Similarly, a thread node keeps the
thread id, thread handle, a flag for live/dic status, the
number of instructions the thread has executed, and a thread
trace record, which is used to store each thread state. A DLL
node should keep the DLL name, DLL module header, base
of the DLL address, etc.

Basic Block and Instruction

The TRACE INFO structure in a process node
contains two hash tables: a basic block hash and an
instruction hash. They are used to deposit basic block
records and instruction records respectively. We catch the
basic block and the instruction information at run time as the
program control goes through the code section of the
executable file images or the dynamic linked libraries.

As a program is running, there is a very high
probability that instructions or basic blocks are reexecuted.
When an instruction or a basic block is first met, it is
disassembled, analyzed, and then stored in the hash tables
for reuse. Next time when they are met, the disassembling or
analysis time can be reduced. Their information may be
obtained by searching these hash tables.

Every basic block record must hold the start and end
addresses, the number of instructions inside the basic block,
the number of times it is exccuted, and the number of
instructions with a repeat prefix. As mentioned before, a x86
instruction may exist with a prepended prefix field. There
are several prefix codes, and one of them is the repeat prefix.
The repeat prefix means that an instruction must be executed
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Figure 2: Thread and DLL lists within a process node



repeatedly until some condition is satisfied. We distinguish
this kind of instructions from others, because they may be
executed for an undetermined number of times. This may
affect the instruction count in a basic block at run time. We
count this kind of instructions just once in each basic block.

An instruction record holds the start and end addresses
of this instruction, the machine code and its assembly
equivalence, and an instruction type record. The purpose of
the instruction type structure is to store the opcode and the
type of this instruction, ¢.g., data movement or control
transfer. We define the instruction types according to the
classification in [4].

3.3.2. WIN32 debug events

In section 3.1, we mentioned that a debugger process
could call some debug APIs to wait for the debuggee
process to reply some debug events specified by the
debugger. In general, the debuggee process will generate a
debug event when one of the following conditions occurs:

1. An exception is generated.

2. A process is created or exits.

3. A thread is created or exits.

4. A DLL is loaded or unloaded into the address space.

While a debuggee process returns a debug event, all
threads running in the current process will be blocked and
the control will be transferred to the debugger, i.c., our
tracing program. Unless the debugger returns the control and
notifies the debuggee to continue, the debuggee will be
blocked forever. Thus, debug events must be carefully
handled.

We also implement several event handlers, and each of
them handles one debug cvent. For example, a create
process/thread event handler must allocate a process/thread
node, fill its fields with its state, and insert it into the
process/thread list. The breakpoint or single-step exception
handlers have to snoop and record the current state of the
thread which caused the exception, generate a trace record
belonging to this thread and then set it to the single-step
mode again. A debug loop will be presented in the next
section to show how to repeatedly debug the debuggee
process.

3.3.3. Debug loop

To trace a Windows application, we have to create a
process to execute the application. That process is treated as
a debuggee process and our tracing program enters a loop to
wait and handle all the debug events from that process until
the application finishes. Most actions are taken care of
within the debug loop, ¢.g., to construct the process list and
to generate trace records. As shown in Figure 3, this debug
loop does nothing but dispatch each debug event to its
corresponding handler.

In the debug loop, all cvent handlers except
HandleException() are used to maintain process and thread
lists. Inside the exception handler, we only intercept the
breakpoint and single-step traps. When one of these traps is
caught, our debugger program reads the remote process
memory and thread context, makes a decision to
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Figure 3: The debug loop in the tracing program

disassemble the instruction at the current address or get its
information from hash tables, stores a trace record, and sets
the thread to the single-step mode again.

Every time when a create process event is received,
the process count in the process list must be increased. An
exit process event decreases the process count. If the process
count equals to zero, it means all processes created by the
running application are terminated. In this case the tracing is
completed. We then dump all the trace results collected.

3.3.4. Optimization

When handling the exceptions, there are some
considerations for optimization. First, every time when the
exceptions handler is invoked, we only need to read a few
bytes from the memory of the debuggee process. The cost to
read from another process'’ memory is very high. To
optimize memory reads, we implement a buffer, which
behaves like a cache, and we call it the soft cache. Using
soft cache, we can read more bytes once (like a cache line),
and store them for the next use. This should reduce the
number of times to read from another process' memory,
because in most cases a stream of instructions is executed
sequentially before the program control branches off. The
cache line size is adjustable, and is set to 64 bytes by now.

Second, we can defer instruction disassembling and
resume the threads as soon as possible. This will reduce the
debuggee process' hanging time, and improve the tracing
speed, especially when running on multi-processor machines.
So, we also implement a large FIFO buffer called the
address trace buffer (ATB). When an exception is reported,
the handler just stores the process id, thread id, and
exception address into one ATB entry. When the number of
ATB entries reaches a threshold value, an ATB consumer
thread is invoked to flush the address records sequentially.
After it finishes processing all the ATB entries, it is put into
sleep again.
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Table 1: Results reported by the tracing tool

3.4. Program Analysis

When applying our tracing program to a Windows
application, the complete trace will be output. But the trace
is not readable yet, because the trace format is designed to
reduce the disk space and keeps only the necessary
information. We also provide an analyzer program to
reconstruct the execution. The results output from the
analyzer are classified into four categories, which are listed
in Table 1.

4. EXPERIMENT RESULTS

In this section, we present the results of applying our
tracing system to the Windows benchmarks. The
experiments were conducted on a personal computer with
dual Intel 450-MHz Pentium III processors, 512-KB L2
cache, and 256-MB of RAM. The system ran the Windows
NT 4.0 build 1381 patched with service pack 4. The
benchmark programs include console and GUI programs.
We distinguish these two kinds of applications, because they

neced more DLL modules and create more cooperative
threads, but have a smaller average basic block size.

4.1 Console Applications

This section discusses the characteristics of console
applications running in the Windows NT. The console
programs used in our experiments are multimedia
applications based on the MediaBench suite [9]. The
MediaBench suite was chosen, because a large number of
applications running on the Windows systems are
multimedia applications, doing image processing and speech
compression, etc.

We apply our tracing system to four components of
the MediaBench suite: JPEG, MPEG, EPIC, and ADPCM,
each has its compression and decompression parts. The
source code of these software was downloaded from the
Internet [11] and compiled by the Microsoft Visual C++ 5.0.
The programs and their input data used in the experiments
are described below:

1. JPEG: JPEG is a lossy compression method for full-
color and gray-scale images. This package contains two
program cjpeg and djpeg. In our experiments, the input to
cjpeg was a 101-KB PPM file and the input to djpeg was
a 6-KB JPEG file. These two files contain the same
picture but are encoded in different graphic formats.

2. MPEG: MPEG is a standard for digital video
transmission. We used mepglenc to encode a 4-frame
video, and mpeg2dec to decode it.

3. EPIC: EPIC is an experimental image compression
utility. We used epic to encode a 256x256 gray scale
image, and unepic to reverse it.

4. ADPCM: ADPCM is a utility for speech compression
and decompression. It takes 16-bit linear PCM samples
and converts them to 4-bit samples, yielding a
compression rate of 4:1.

Table 2 shows the general information of these
console applications collected by our tracing system. In the
table, the row denoted **Total Instructions" lists the number
of total dynamic instructions executed and the row denoted
“"Total Basic Blocks" lists the number of dynamic basic

have different characteristics. In general, GUI applications blocks executed. The row of “Instr/B.B." shows the
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Table 2: General information of the console applications
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Table 3: Statistics of instruction types for the console applications

average ratio of instructions per basic block for each
application. The rows on static statistics list the information
on static instructions and basic blocks. Table 2 also presents
the maximum number of instructions in a basic block, the
number of times the most executed basic block runs, and the
number of modules used and threads created.

The results in Table 2 show that the compression
programs execute more instructions than the corresponding
decompression programs, except the ADPCM package. All
of these applications create only one thread and use three
modules (the program file itself, ntdll.dll, and kernel32.d1l).
We observe that the Instr./B.B" is slightly larger than the
“Static Instr/B.B.". This tells that while executing, these
programs tend to spend more time in larger basic blocks.
Among them, djpeg has a relatively higher average
instruction per basic block ratio (14).

Table 3 presents the statistics of instruction types,
which are classified according to [4]. An instruction may
belong to more than one type. For example, pushfd and
popfd belong to both data movement and eflags types. From
this table, we can sece that the most executed types of
instructions in these multimedia programs are data
movement, binary arithmetic, and control transfer. These
three types of instructions constitute 71.83% at least
(mpeg2dec) and 93.61% at most (cjpeg) of the total
instructions executed. Not all of these applications use
floating-point instructions heavily. Instructions in the 1I/O
and system types are privilege instructions, so none of these
instructions can be captured. Some instructions, such as /ea,

cpuid, and nop, ctc., are hard to be classified and are
collected to the Miscellancous type [4]. Finally, we can sce
that these applications do not take the advantage of the
MMX technology of the Intel processors. In fact, the VC++
5.0 compiler only supports the MMX instructions in inline
assembly code. Thus, a programmer who wants to make use
of the MMX instructions has to write the pieces of code in
assembly.

Our tracing system also has the ability to collect per-
module or per-thread statistics. That is, we can show how
many instructions are executed by a thread or inside a
module. Besides, we can intercept the API calls made by a
thread, and construct the call graph of the thread. Here, we
use the MPEG package to demonstrate the capability, and
only show the per-thread results in Table 4. The Module
Switches field in Table 4 indicates how many times the
thread jumps across module boundaries. This usually occurs
when the thread calls an API or DLL-exported function, and
returns from them. Thus, the number of module switches
must be smaller than or equal to twice the number of API
calls, which we do not distinguish between the system APIs
and the functions exported from application DLLs. The
more the number of module switches implies the more
difficult we could improve the instruction locality.

4.2 Windows GUI Applications

We also apply our tracing system to several Windows
GUI applications. The GUI applications usually use more
modules and create more than one thread. We selected five

Application | Thread Id | Instruction Count | API Calls | Module Switches
mpaglanc in 2,407 654,686 1,047 1,661
mpeg 2dec 386 185,631,762 [E5] 1,327

Table 4: Per-thread statistics of the MPEG package
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Table 5: General information of the GUI applications

GUI programs and traced their execution, three of which are
document viewers for Microsoft Office Suite (Word, Excel,
and Powerpoint), and the other two are MediaPlayer2 and
Winamp v2.10. The programs and their input data are
described below:

1. WordViewer: This is an application for displaying Word
97 documents. We used this viewer to open a 243-KB, 9-
page Word document, paged down to the last page, and
then closed it.

2. XLViewer: This program is for displaying Excel 97
documents. We used it to show a 163-KB, 8-sheet Excel
document. The program displayed all its content, and
then closed it.

3. PPViewer: This is a Powerpoint97 document viewer. We
used it to play a 131-KB 29-page PowerPoint document
with an interval of 2 seconds between adjacent pages.

4. MediaPlayer2: This is a video player program, which
play many multimedia files of various formats. We traced
this application by playing a 6-second MPEG video file.
We observe from the traced output that MediaPlayer2
uses a huge amount of MMX instructions.

5. Winamp: Winamp is a MPEG layer 3 decoder and player.
We used it to play a 5-second mp3 file, and traced the
total execution.

The general information of these GUI applications is
shown in Table 5. We see that GUI applications use more
modules and create more threads. The average instructions
per basic block ratio is smaller relative to the console
programs. This means that the GUI applications have shorter
basic blocks in average. We found that all these GUI
applications have a similar pattern of a peak ratio occurring
at three instructions per basic block. They seldom have basic
blocks with more than seven instructions.

Statistics of instruction types for the GUI applications
are shown in Table 6. Frequently used instruction types are
data movement, control transfer, and binary arithmetic. That
is slightly different from those in the console applications.
These GUI applications wuse more control transfer
instructions, perhaps because they have shorter basic blocks.
We also can see that Winamp uses a huge amount of
floating-point instructions, and MediaPlayer2 uses a lot of
MMX instructions. MediaPlayer2 is the only application
that takes the advantage of Intel MMX technology among
those benchmarks we traced.

We also choose one GUI applications, MediaPlayer2,
to show per thread statistics in Table 7. In the table, the
threads are listed according to the sequence of their creation.
We observe that most execution time spent in a few threads,
and others just take a little part of the total work.
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Table 6: Statistics of instruction types for the GUI applications
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Table 7: Per-thread statistics of MediaPlaver2

S. CONCLUSIONS

In this paper, we introduce a workable method to
capture the full user-level trace of multithreaded Windows
applications. Such an effort is very difficult, because most
Windows applications and the Windows NT itself are only
available without source code and the x86 instructions are
hard to decode and analyze. Our program tracing tool may
help users to observe the execution characteristics of
applications running on Windows NT/x86-compatible
platforms. We have also applies our tool to several real
applications and study their execution characteristics. This
demonstrates the usefulness of the tool.

Our tracing system also has some limitations.
Techniques such as binary instrumentation and run-time
sampling may be integrated into our tracing system to
overcome or to reduce the existing restrictions. Run-time
sampling may reduce the disk space for the collected trace
and the time spent in getting the trace. But it may lower the
accuracy of the results and affect the correctness in
analyzing the program behavior. Its effect requires further
investigation. Binary instrumentation, on the other hand,
takes more cfforts to analyze the binary files, e.g., the
Win32 PE files, and to rearrange the machine instructions. It
remains to see if this technique can be adopted for Windows
NT.
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