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AL d RRGAMIIBARIPBEEFRY FEORE o SR g
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2.3 Telnet Commands

st Telnet #4315 ¢ - BA B~ mshs|:
“13 chée £ e Jf L TAC(Interpret as Command) B B - 2% 75 143k
i L 2B ERA S R B T AREIR S g o
Z o E R AR AR LT ~9:i""f | # " E R -
%’{E@EMM%%ﬁﬁéﬁoﬁﬁﬁiﬁﬁ%?m Vs gl
s S Fs T e 22,15 F L aCommand 7] £ o

> Commands i # ;% :

[AC  Command_Code

w o TAC  NOP (255 241)

- i 75 Ry fu i

EOF 236 E24 (End of File)-

SUSP 237 iz P ow e J2 ¥ (Suspend ) e

ABORT 238 v %‘r*vicquﬁ (Abort) »

EOR 239 k4% 4 (End of Record) -

SE 240 = 355 18 % 4 (End of Subnegotiation) -
NOP 241 X3 # 1% (No Operation) e

DM 242 TR (Data Mark) e

BRK 243 L (Break)

[P 244 ¢ T2 42 5 (Interrupt Process) e
AO 245 ey 4 (Abort Output)

AYT 246 &8 Arg 2 (Are You There) e

EC 247 #1*%4 F ~ (Erase Character) -

EL 248 #|% % 17 (Erase Line) -

GA 249 # it (Go Ahead) -

SB 250 <+ 1% 78 B 4~ (Subnegotiation Begin) e
WILL 251 7 (Will) FEIF K ©

WONT 252 283 (Won' t) :EIFEEiik o

DO 253 & F (Do) #E ALK -

DONT 254 7 & F (Don’ t) EIHEILK o

[AC 255 2 #F4& 4 (Interpret as Command )

% 2.1 Telnet Commands
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2.4 Telnet :iE 78 $53%
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> DO : #fcF b LS EAR
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> DONT : #ic¥ 7 b L4~ &5

¥ X B & f

WILL FEEF LR ET
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WEXK L RN ET
DONT  #fc¥ 7 F &
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%g;ﬁ%j{f}" IR oAe iE T
WILL  #ic% kR

5 BEFFLH b g

WONT #2442
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FEEE LB p o g
DONT  #icf k&

DONT HEER AR WO E -

WONT — #4c¥ ki
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3 suppress go ahead

5 status

6 timing mark

24 terminal type

31 window size

32 terminal speed

33 remote flow control
34 l inemode

36 environment variables

%2.3 % &40ption ID
R TE

ERBE R T FTEE LD AR R~ T B R
[AC DONT ECHO

e H & £Server? & iiecho» & A p & e @ Serverf| § v & :
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2.5 Telnet =+ £ 78 143%
> EIFRRE Y HE
IAC  SB -~ - SE

3 %Lﬂ] :

(1)Server : TAC WILL TERMTYPE
(2)Client : TAC DO TERMTYPE

(3)Server : TAC SB TERMTYPE 1

(4)Client : TAC SB TERMTYPE 0 VT100 TAC  SE

wm

(1) PIREE £Z 254 ok R

(2) E"HFPLER

(3) WIRBELFE = X higa @ix% &k (1:Send)

(4) &; b—‘%%%;& f‘;‘lpl,iﬁg% ¥ Zﬂﬁ,’,%}gé\ﬁﬂq ::}VTIOO(OIS>
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% = ¥ ANSI Escape Sequence

rl5

L @A

H % Telnet Protocol (RFC 854)%*% 2 o~ — dalnixa fs e
SRy e HAdck & @ % Vi/Picost ¥ ﬂ & & telnet|BBSz: & > B Z
ﬁToL‘ANSI Escape Sequence k#4254 ~ ¢ 211 2 j’-"f ¥ % ER )I‘
§ RIS - R Lpy -

#] % = B «nANSI Escapes1& 2% (ANSI Standard (X3.64) Control
Sequences) ~ i 4§ f2 > @ VT100:escape sequences £y ANSI ek 2 sk
R A0 AR A E 3 S RVT100E 2 % HUkgD

B13.18.% % AJ2Escape Sequencef¥ » i & F|BBS:#E & el 25 o

§ CST - 140.134.4.5:23 3 JE[EI

http: 2www.porkchopoverrice .con/FCllphoto bbs .~

«[34:47n B4/87.84 1m
15 He[11;1H«[37;44m opra <oo? n

«[34;47m B4/86-84 1m

M. .. .«[24 1Ht,|:3$'f;f;_' [SPHCE]
[1;37;:44m <[1;37;42n{@H
h<137n <034l ;
320 134; 42m‘1+[4am.r’«[1 38m
[42nlP < 032; 46n B 134; 43nPB< Im  <[1;32; 43.@1%
«[35;43nMR-[32;40n P <[37n |  <[1;32;42n .

«[32;43nMl<[n |  «[1;32;42nfFR]<1;
| | |  «[1;32;44m «[37m4 / =

| <[1;32;44n7877  <[37m/N30 < [35n68AR~28AABC [37n >, <[38;48m <[4m
«[1;33m ] Oelm | «01;33mt helm <«[1;32;44nTF.c[;44m «[1;37nF «[35n2B08~n
«[1:33ImnF CUS Aeln  <[44m «[1;37nF +[35m15~8A<[37n T o «[38;m

«[m

< [A;34;46ml4-8 EHI 2:821 <[38;47n [E5E] <[3ind64<[38m |

B3.1 ;23 & * ANSI Escape Sequencep > & » BBSm']?“6 ;PL
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3.2 VT100 4

% ANSI X34 R ¢ 119xX3. 64 FTH(&197TTE 8 )pF > — & ¥g
BT o AR R A R BRI . FL RS R

A

e §DECe3 17 : VT100 > F 37 @ % — Bl * fired? B(8 =eh
Intel 8080)2 f#r 4148 chFT8 % o BEAR U ¥ 29 TLANSI X3. 64#;‘,%1%
%= s 0 e VIIOOAE BEs 2 3 A (5 5 AR s pi g et
S o W3, 2 AVTI004 45 > W3 3% s ipsg stehm LW -
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3.3 Control Sequence # %

3.3.1 Cursor Control

Cursor up ESC [ Pn A

Cursor down ESC [ Pn B

Cursor forward (right) ESC [ Pn C

Cursor backward (left) ESC [ Pn D

Direct cursor addressing ESC [ Pl ; Pc H
ESC [ P1 ; Pc f

Index ESC D

New line ESC E

Reverse i1ndex ESC M

Save cursor and attributes ESC 7

Restore cursor and attributes | ESC 8

Cursor up ESC [ Pn A

% 3.1 Cursor Control

ESC & Lite07 Pnh S8 o
27 49 65 S5 ESC1A

e FRALN AR R -

W Z &1 % ¥ Direct Cursor Addressing® #P1(1:Line)® 4 &
P % A5 Fydkt s aPe(cicolum) £ & H %X F o £ 5xA&
#ooorr ESC 1;2 H &8 #0588 3 A2, 1)a * £(1,2) -

3. 1E A L e dn 4] a8 o
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3. 3.2 Erasing Text

From cursor to end of line ESC [ K
ESC[ 0K
From beginning of line to cursor |ESC [ 1 K
Entire line containing cursor ESC [ 2 K
From cursor to end of screen ESC [ J
ESC [ 0]
From beginning of screen to cursor |ESC [ 1 J
Entire screen ESC [ 2]
4+ 3.2 Erasing Text
%3.25 % ﬂ»mj"‘f & =zl
3.3.3 Set Display Attributes
38 D <ESC>[{attrl};... ;{attrn}m
’1}1] :
ESC 41lm > #-#F § %k 2 5 &4
ESC 32;4lm 2> %X 7 32 2R ¥ ZF
TR RIPE I R 3 3 0E oA f BT
FoEFTRRTLIAELBEL L -
43324345 -4&Flz>3nF P
0 &7 B
1 B REMGHEYF)
4 BAR(EHD F)
5 (A F )
7 FEg(wFedgd i)
8 7 BT
% 3.3 &R

10
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W B¢ 5 F B4

30 Black 40 Black
31 Red 41 Red

32 Green |42 Green
33 Yellow |43 Yellow
34 Blue 44 Blue

35 Magenta | 45 Magenta
36 Cyan 46 Cyan

37 | White |47 White
# 3.4 wFEFFI

3.3.4 &1

% eJ2 Escape Sequence P » 4% 18 3] ESC(27) ~ CAN(24) ~ SUB(26)
oo Pz 2 pow e Control Sequence e

11
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4,1 PEit

C#(C Sharp){jﬂfﬁ;t_ NET & & ¢ 7B 4 5= » & B A
Ao 3G A 0EER GRS R Java~ 7 &ATE ”Lr,"zli'f'JF#“&é
A AR deAx
2 s AEE NET oA HF 83l L ey ANFnd 32 F ﬁm NET
2 (Ct o

m % = Prenficocie A 0 PR E A AT %R Java 0 5 CHE
Yoo BT A st g TR G w4 £F 5 NET BT
F] HAFE T b o A A F S AE R Ceodm BN DR F R
i# * Microsoft Visual Studio. NET 2003 § R s RAEAVE
TREE A F SN st o IDE & Rz endt g 0% * Hano
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4.2 Ct g NET 54 4

4.2.1 .NET
.NET #_ Microsoft % XML Web fPRi%#7# et 5 o XML Web PR
% ;i B F2581%5 % Internet #ptid i ’#?\‘l ’7?‘;45}3!- ‘e

2.

# oo

4%
L 4L —_

',—’f“,:\ LU AR E 7 »
Microsoft 4p 1% P #v &/ It §F & 4T BT o d %“ﬁi A A
frw YT K E RSk O MR L] 3 —lir'll RPN B o B e
FEARGUFRDRY A2 0 bl Napster i ﬁi}\%&mlﬁ *
R1ch Client £ & 473" P &JRIF 3k » T BB T 977 3 E@‘im* k1
(=) )-8 T oéa\%{\ff%?*%_'\m%"— B &3 u{f THEL BT
myepe i@ % RichClient &4 4 ) 2 8 23> £ & ’f! t« Rich
Cllent (&]4- Instant Messenger % Windows) <¢fﬂﬁ‘ oo  NET e
P enf 4vid T — NN EFE g B

4.2.2 C#

WL oL i ek CE CH - Z2ARPRFEYEFRHMER R
FORE T o BEARIES AT AN A A RE Y 2Ry
o MRd etk et 4 & & A o frif Visual Basic &4k
%?*E‘”‘ »Ap e C 8 C+t @“ﬁi;‘##ﬁﬁ* LR R R

o Fla i E T AF e B R PR R > 3F 5 C & CH ofe
ﬁ%?‘ﬁ*ﬁ&£ﬁu¢ﬂﬁ%ﬁ*4ﬁ47Wﬁ g iE T e

B

\‘-\1\

o

Microsoft #tpt R ALenf#ih= & A4 5 CHag s oCF - AL
£~ 3(’"' ﬁé-rﬁ" HREZ > VAR A B B A7 Microsoft . NET T
cPREE LAET AR TR ER I EL B a1 B
FRA% o T],a Ch jeny Bl X3 B LA R 2A 2
PO G ER R H D CF 3 Pl R T S L
Web Services ° ;‘_'"’ PR R Internet FIEmiTE L HFahEe
?%'?ﬁ@\: EARE=R e R E I B M o = A s .%F”;‘% C++ﬁ§.j\“£“§"‘4§’-”1‘
Rt B ET U2 &3k C 8 CH £ A kas i Zirdl 8
'Ti ’ J}*‘uﬁ‘é e i B i 4 o F1L CF MK Bk mg«,r} AV
-4 >~
f

m}g TR

T&

BRI REGZEF T OBEF AR BT
BB AAS o
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4.3 Visual Studio.Net 2003 z 4 %

Visual Studio .NET &% kPt &2 & XML Web services
Foet 28R LR # 1 E o Visual Studio . NET #% - B % s
8 » Visual Studio .NET # * %= > -~ % »%s 0 Microsoft . NET
Framework Run-Time 3% > 7 & ik ~ eh1 B KE 3 ~ 22 2~ PR
IR B XML Web services ER* 25 - Bl 4.1 & Vlsual Studio. NET
2003 e FE @ o

ST - Microsoft Visual C# .NET [5%5F] - Demo.cs

BEE SEHE HHY EX® EE® EED IAD ®REWw S

5 - - 8- } Eeleasm v g reclist - REERE .
E % o s %% 5.

% Demn.csl TP.cs | AnsiParsercs | ConsoleFnction.cs 4 b % || FREE -CcsT 1 x

% 62 ST Demo | [g#WeitForTnpu) = | BIE| &

£ clazs Deno j Q jj'ﬁ CIT'i1 53)

] { &l cst

(i} [0l Importi "Cgetch 11" )] & @ s
static extern int Cgetchi); : @ e -

'}?' private static TP cst = new TR(); B Asemblylnfo.cs
private static ConsoleFunction cf = wew ConsoleFunctiond ); @ ConsnleFunction ¢s
private static AnsiParser AnsiDutput = new fnsiParsericf,cst); @ Demo.cs
private static string Defaultdddress = "bhs . fou edu.tw"; HOTE £t
private static int DefaultPort = 23; = 2
private static bool ansi = true; ] Tebuetico

TP

public static void Main(string[] args)

Fet cet default valug

Console Write("Address ["+Defaultdddress+"] @ "3;
string inputl = Console ReadLine();
Consale Mrite("Port ["+DefaultPort+'] : *);

tring input2 = Comsole ReadLine(); i E
SHNE e STl el [P s EERT P ST

cst_dddress = inputl; 1 x

&

try

ezt Port = [nt32 Parse(input2);

catch(Exception){}

of RetTitle{"t8T --- "+cet Address+":"+cst Port);

Console Write("Conmeting. . _"J; -
| | 3
L a x|
[tags -

Defaul thomain': SEEA 'c:lwindows'microsof t.net \Framework'wl. 1 4322%mscorlib d11" * FREELFIaE -

FOSTL: E.ﬁﬁk o \Pruject\[My Project |MOST bin‘Releass 08T exe ' » FREEAFFAE -

'CET e Eﬁl c:wrindows bassemblygachsys temv1 05000 _0__b77a5c561934e088 systen. 11" » SEEAFFAR -
[2058] CST exe' 1ZFLUEERE 0 (0x0) &% -

< | &
¥ TiEEE B R | GirEss | B @ s
EERRTN Fu3fT  FE3H FL il s |

@ 4.1 Visual Studio .NET 2003
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5.1 #23%n4g

ialg

A

Y 8 S

>

(s )

B 0.1 2 & AR

AiAzde2 160 § A& £ % 4B~ address M2 port v X 18R
WAIL 0 5T ORGRIE e BRI IR R Y 0l o PR D (e
T B g ] S g o B 5. 1 AR end g .

S
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5.2 il &= ph B 1H B T

( BAEE )

RSB FH-F i
VAT

Iﬁ-
| R
B At

| FfPorttiiz
IJ -
B fEi%Port
|

¥

( R )

B15.2 @4RF M2 BT % T

- B E '*“E’%ﬁ%lﬂia‘%fﬁi’? B4 g Jﬁ% » address’ R £
BT FEroport BT TP S0 FRE R FV IR
Enter 445 X FpK & o & * F'ﬁ”%]'\ = ’ﬁ;‘fjﬁg H| ST P e iE > Ao
X E 23R oD AR TNPIT B HF Y TR E(address IR K E

H_:bbs. fcu. edu. tw ; port e K B H_23) » 4ok i@ * —“z @*J
address S ﬂ}# NG S HER TS ﬂ@*] » g &port
R0 g A R F H gy~ HIEEE [nt32. Parse & & e ok AR
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;\] é‘i Xceptlon ’ flq %\ f% #* —?:lzﬁ%] » 2 Flﬁ;i::ll'lﬁ ﬁ‘_a ! ‘:é /2": ’ EIIJ é%ig‘ f% W
Fp3k @ 230 4% L A # exception fw#“ A2 3 AL TR BRR LG e
¥ o B 5.2 A AUE B F R 2 AR o

5.3 Z @M
5.3.1 .NET 1/0 = ;2

.NET Sockets % if = ﬁi_’d\ [/0 = i &k ¢ 7 socket e 4L {rid
1A~ select(GEB )& 2R A o

HA N 1/0 2 5% 5 @ % ad] o & 4 e NET Sockets e
[/0 &= % i3 8_Receive P¥ » 4r¥ & jcshsocket + 2§ & 9
TRl e i 7 € ST B A2 FR T H 1%?%52 5

‘b2 8 s socket & Fo Bt ARV E L FEbaE 2 R F R o B
B*AEN T R ASEE - @R E A 2 a0 socket &
BAF e [/0 $5i23 -

select 1/0

select #cA] A& iZ:& * % Winsock ¥ «n¥ - 48 1/0 1‘3‘?*‘] » ¥ &
g9 #* select wﬁii\? [/0 @ A H 5 select #i-F] - 2 #03]
# B 4%t Unix 5 2 ~ F ¥ Berkeley socket #0% % m ﬁt”m o
Select -3 P a2 & » Winsock 1.1 4r% & * #4258 7 £ & socket
ehed gk gl PIF et R G g 32 5 E socket o
4+ Winsock 1.1 w ﬁ*#ﬁ F Berkeley socket g 7 ¢ * select
3 ﬁtherkeley socket & * %E;\)J‘*#:ﬁtr ba T A Eiiﬁl?
'*JL T o

d 334t /0 A 2 5 £ socket » & F 474 > NET
Sockets # =7 #g 17 Winsock 1 Select API v Select * % » # 5§
dH - F%Em™s £ socket /0
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2t 4 1/0

.NET Sockets ezt #H el i & gk p - B 5 B
socket s [/0- iz = AN G P Bpr2afen-fa-§ £ F%
BT E R APE s e A et PR AT €T B AR o &
Ao F B RS BSTARLREEIRER v R R
#®&  NET Framework 2t # #2583 8 #-3| (Programming
Model) % AJE - 4 (7 5 b e B i % o 2ok % i U Pod
EARA pRAABFR AL TR EE R TEL L
T * AR5t o

5. 3.2 A2;% 8 R edL
SRARNE @ 2 1/0 B2 o

#2577 L2 2 socket 2 [PEndPoint 4 i+ » ¥k g § 2 %
B Ris AsynCCallback(ConnectCallback) B v e
ConnectCallback iz B & 3% #d® o 78 14 #2 ¢! BeginConnect B 4
BARITE S b PFEd timer 4~ 2 > 3 ek e WaltOne()ﬂLﬁﬁ B e,
Fio TG AT > R T gﬁ”“/‘*

1. % BeginConnect T % = = pF » ¢ »¥ ¢ ConnectCallback i&
Bzt o ek @R BIfRE D BTG Tk
timer # ¢ o &7 kf - K4 * AsyncCallback = i 4= £z

TALen®E i 4 %X OnRecievedData &3¢ > 3T koghes e
BeginReceive B 4pd& T T o dod i 4 prergs > T&é %
ﬁi‘\ o

2. 4r% 421 10 ) » @ BeginConnect T %£® 2% & > timer )T}u
§ === connectTimer_Elapsed & 5% » fi#*f 3 44 {7 1 e0dd
& > ¥ R8T timeout el g 0 I B L AR5 o
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5. 4 i AL eI

{ OnReceivedData )

b

Telnet
Command &

ANSI B

v

Response

Bl 5.3 o T Al aian i fe
B 5.3 & AT FHL P > AR HTE {7 L o

% socket 4 % d T | F L epF ik > i € ¥ ¢! OnReceivedData & 3%
Fed2 A T I R F AL o

B L ¢ L v Telnet Commands g2 0 I &-4F command #Lif § 2
FJR o R M-I DT L G ANST AR 303 i 0 BT R E

:/ fé”]\;| i N 1‘ ‘-lff_" V °
Telnet = Commands #xd) ¥ & i@ % Server

WS AT o 12, TB;,J;‘:g?qu )
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5.4.1 Telnet

ECHO
LOGOUT

ANY

ANY

IAC
TERMTYPE

\ ANY
sB

NULL

ANY

SEND
ANY

IAC | | ANY

SE.

&

B 5.4 Telnet Commands i B #5 @l
B 5.4 ¥3cF] Telent commands P& 738 7 a2 o
DATA 5 A 4ok s > ANY 2 H #\a‘ﬁ T2 F oo U AL R

HEEFERAD

» state DATA :
F Buffer s B~— B F ~ > 4ok & ¢
[AC(255) > ## 7| state IAC -
NULL(Buffer & &#H B &) @ e & o
ANY = =% & state DATA > 3 F < 3cie 3 ¢ ¥ #Hcoutput °

> state IAC:
€ Buffer s B~— B F ~ » 4ok E_:
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DO(253) or DON' T(254) > # 4 3| state DO > #-3F ~ &5 3|
% # OptionCmd -

WILL(251) or WONT(252) > ## 5| state WILL » #-3 ~ &%
3| % #ic OptionCmd °

SB(250) > ## 7| state SB e

[AC(255) > ## 7| state DATA $ F ~ i F ¢ ¥ #Hcoutpute

AYT(246) = # 4 3] state DATA » F’a'(E R FALF ¥ 7 )&
EF P % ¥ SendStr -
ANY ># # 7] state DATA -

» state WILL :
7 Buffer 3 B~— B3 ~ > 4% §_:
ECHO(1) ->
a. OptionCmd == WILL :@ #-# +x % #c doecho % % true » X
s i 8 ¥ SendStr ® 4c »~  [AC DO ECHO - ##5 3
state DATA -
b. OptionCmd == WONT : #-% # doecho % 5 false » #X{s
aF 8 %% SendStr ¥ 4c ~ : JAC DON' T ECHO » #% #
¥] state DATA -

LOGOUT(18) = {-%#x SendStr ® 4c » : [AC DON' T LOGOUT -
TEE L L AR Ta 4 Server B o AR 1S
## 3| state DATA -

ANY = % # SendStr ¥ e~ : JACDON' Tch>ch 2@ Bk
FF A ARG FAABEAIRBERHER o RE
# state DATA -

» state DO :
 Buffer s 2~— B F ~ > 4ok &
T4 R @i termtype g 3] % Serverc 4T
X 4 45 T| state DATA -

ANY > A% #c SendStr » 4c ~ : JTAC WONT ch > ch & :# B~ %k
FF A AR FAABESIRBERHER o RE
# state DATA -
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» state SUBNEG :
K Buffer #5- Bx ~ » irk _:
TERMTYPE(24) > ##5 3| state SUBTERM -
[AC(255) > ##5 3| state SUBIAC -
ANY = iz g o

» state SUBIAC:
H Buffer 3#2~- B3~ » 4ok §_:
SE(240) > #4# 7| state DATA -
ANY > ##; 3 state SUBNEG -

» state SUBTERM :
K Buffer Fo~- B3 ~ > 4ok §_:
SEND(1) : % % #c SendStr # #4c » :
[AC SB TERMTYPE IS “VT100” SE IAC:
i # 1 state SUBNEG -
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0.4.2 ANSI

ANSI Parser

i

eI =
— {3 ch

(MEANSIPHE )

T e A

&

No

I - i
R IE - H

Yes—p|

&

No
v TeRaElHEscape
Sequence
No
v
edi

B 5.5 ANSI eI n 42
B 5.5 H_&I? Escape Sequence k4% o

A
EIE R LA
1. ESC + Final Character :
Bldc D ESC A > #45E #- 7
ESC B > ##if~ #- 7
- fpenn & kA %22 Final Character o ANSI 2R4: 3
PR B IELH T o

2. ESC + [(or %) + Final Character :
74t ESC [ K = '}%‘-“,f P SR Sax

ESC [ J > % ak " amhs by =~
23

2 FI7E5 e-Paper (9255 )



@1 {=Telnet Client

it- {4 TR @Y %2 Final Character & ANSI 4
B2 B NP BT R FRT LT o
B 5.6 &4 412 ESC # fadseh Sequence #7icryadL -

<Case # 5 El >

(Rl =Y
~ {457 ch

(B ] &
Yes—p| I,’ %ANSI%J% [
: AR

No
qa o, TE\ iﬁ[[ﬁiEscape
Sequence
No
v
ol

B 5.6 ESC # + Final Character ehEJZ r42

3. ESC + [ + Pn + Final Character :
Hl4c @ ESC [1k = ‘}—’p’““,f TR DR o
iB- ﬁﬁk%ﬁ”f 7 & d? Final Character » B & 3 Jg 3| Pn #7#%

+ 2 X
Te VIR, AKX °

4. ESC + [ + Pn + {;Pn} + Final Character :
pl4c  ESC [1:3Im = %X ETwFJd 28 3R
R A T T L
- 2 7|3 23| Final Character & it o #R{s L fGes™ khx
Boikgp i gienic ¥ B-5dficik - F B0k > £ &/ Fianl
Character #ig & 2. k2 o

® Lizimpriz v £3i83] CAN(24) ~ SUB(26) - ESC(27)TI-‘L‘»i W2 )
p w &1 Escape Sequence °
B 5. 7 & 4&-%tr2 ESC [ % A24p 57 Sequence #7iLefja L o
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@

Case [ 5 fl

(eI 72V
— {4 7t ch

[MEFANSIPEF)

T AR R

[

Voo » LTE iﬁf[ﬁ'Escape
Sequence
No
v
Fq‘?'%?zch
FEFE I FhFE v
~ {Ed 7 ch
[ERANSIEPES
Y e
No
’ﬁ? Voo sl L€ iﬁf[ﬁ'Escape
Sequence
No
v
F%'é#ch
R (EFANSIH
- fi#F 7 ch A A

A

B 5. 7ESC+ [ +Pn+ {;Pn} + Final Character ead® ;= 42
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5.4.3 ¥ K%J
‘“’iﬁ%} EJ® > net framework ~ ¥ L s s ¥4 5 o
VI ii%]:' cIF Ry %«M\%’Kn&d Windows API #1% & @
d\l o

& C#¥ 31% Windows API &= %
> 7 A& :AL31* namespace :
using System. Runtime. InteropServices;

> T kA ZETF endll AR
[D11Import("kernel3d2.d11")]

> SRR
extern int GetStdHandle(int nStdHandle);
dod R B R TR G AALE P B ek R P
SR R LR P /‘}T:ffq 3l * endl] # %
£ P I 4 T~ B
[DI1Import("kernel32.d11", EntryPoint=" GetStdHandle") ]

BB 3 2 Escsl* Windows API & & > § #R% ¥ 1035l
g Bgadll 4 e

TR RSN P @ ch AP
GetStdHandle : B ¥ ﬁ*—ﬁﬁ% » o ﬂis?l 1% % ehfandle & o
GetConsoleScreenBufferInfo : B~ ¥ % & r¥& chF 2 o
SetConsoleTextAttribute : &k T~ F+ 8 2 # § g+ o
SetConsoleCursorPosition : % T 5E& A1 -
FillConsoleOutputAttribute @ m i itz 3 A By TH B
SetConsoleScreenBufferSize @ & % ¥ tbF% ch~ | o
ExitProcess : % & Console # % -
SetConsoleTitle : % Z_Console A% 487 -
SetConsoleMode : 3% ”@s?] o ‘“ﬁi%l A1 % e Svﬁis?] » g '\‘@?]
GetConsoleMode : 2~® ﬁs?] ~ g ‘\ﬁa] 3 % e ﬁis«] B 5

g RS iﬁ% ﬂi ET ; <R i+ 5 %8 W) ConsoleFunction #2 o
f J P
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TextColor : &k == B ggd o
BackgroundColor : &k =% B g d o
ResetColor : 3%~ F l“v‘ °

LightColor - #~ 3w BX 2B 2 A
ReverseVideo : #-p w0 e —,3."»5’ TR HD
UnderScore @ |~ F 4c K& -

[PFiR ik ]

GotoXY(int x, int y) @ #-5E# 3(x,y) °
WhereX : @ w x i 4L o

WhereY : @ w y A& o

GoHome : w 3| J &L o

(% 3 F )
ClearEOL : p #5& ')fa“"f T E o
ClearBOL * p i7 p i 5 FI7% 4% -
ClearLine : %“f PEET BT o
ClearBOS : i“f ¥ %F’” FJ;U 1 o
ClearEOS : i“f P ?; S h oo
ClearScreen * i “f B ll%

[H ]

Close : B B Console 4 &

SetBufferSize : 3% ©_Console ¢ Buffer Size
WrapAtEolOutput @ % T 2. F p # 4% (7
SetTitle : % % _Console L% %457~ F
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0.0 Gy L

l
4ﬂiﬁb4w getch()

i
v ¥
ﬁl;};%—i ET "|"t's+ Send \r'n
=
M
¥
Send

@58%&%»%&@%&
B 5.8 B * K 4T HER IR AL ¢
Fls.net ¥ L & c T AL getch()eha 38 7 1GR3 T chit
47 BT é’—%%—} v BT '}\“’H?r B - B Soglered
getch() » #8t5 %h = dl1 A EAR et 2 o
TE A HEE

#include <conio. h>

int _ declspec(dllexport) Cgetch()

{

return getch();
}
#@@&ﬁ%ﬁﬁC%&hﬂl%H&lwﬂﬁ?uﬂ?ﬁ@
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51 % Windows API == ;2 k351 % i dll 4% -
T E A Ciiaag ahg E -
using System. Runtime. InteropServices;

[D11Import( “Cgetch.dll” )]
int Cgetch();

1T gt getch() #7 @ % e keycode sadZin AR
(1) = %4t~ Ins~Del ~ Home ~ End ~ PagelUp ~ PageDown i& 4

g1+ getch()B~# pF » 39‘15’95 BAg o - BAE224>
Ris B % % - BB KGRI ¥T

Code KEY Send
71 Home ESC [1~
72 Up Arrow ESC [A
73 Page Up ESC [b~
5 Left Arrow ESC [D
7 Right Arrow ESC [C
79 End ESC [4
80 Down Arrow ESC [B
81 Page Down ESC [6
82 Insert ESC [2
83 Delete 127

# 5.1 Code ¥pe #

% 5.1 &_Code 5 224 X e¥dp: gt -

#20.1% - BHF-IABETrs - BB ¥ BiRaEN £
B b PR ke > § 2 BAF R & B3R Y Server it
7 oo
(2)  H#ETFI-FI2-H¢EA2a B/ - BH/L0 1F

- BT N 2§ IR BT o S AT A 2

B Bw s Server MAIE T LT LARN P (TR o BT

AR o 8% 7 FI~F4 v 342 o

59:F1 - :x 4 TAC DO LOGOUT » £ 3% Server #-i# ﬁ-ﬁ
A FEEE D P& 5 Server 4o iR o

ol
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60:F2 > p 74 socket s .2 f 4 o

61:F3 » fxd> /0 B ANSI e 2 -

62:F4 > fx#: /B B Debug Mode o fx# p¥ § i fz 3| enF
e R

(3)  Enter ¥ € 24 \r> it & Telnet t» & » R 2 &% N
\r\n > @ 4% &3 I\r\0 B~ & Carriage Return -

(4) Hu vz~ Ctrltec & 5 endeddp) 2 34 o
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5.6 AR {7

T AR A CER o > T & A% %5 .net framework (7%
Pt 1T R -

.net framework 1.1 ™ 3?@‘!« :

http://download.microsoft.com/download/8/2/7/827bblef-f5e1-4464-9
788-40ef682930fd/dotnetfx.exe

BIS9 s {iFmLF o !

FestAxds o & F@ * K g5 ~ address 14 2 port :

EEE———  -ox

Address [bbs.fcu.edu.tw] : 148.134.4.28
Port [23] :

&l 5.9 ﬁeﬁ‘]%@fsﬂﬁ_hhiﬁ
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@ 5.10 #.42:% 10 #, » & -1 timeout
o® CST --- 127.0.0.1:23

\a\
fe
=N

E,‘m\

10
=

Address [bhs.fcu.edu.twl] : 127.8.68.1
Port [23] :

Conneting...Timeoutt?

Prezz any key to continue...

®) 5.10 Timeout & w

B 5.11 5= & » ] UNIX 2 #(knight.fcu.edu.tw)end o
o CST --- 140.134.4.20:23

sastudentsstul
26868 18660

sstudent sothers

1]
sstudent /grad

1]
sastudentsstu3

1]
sstudent /stud

1] a i @ 1] a
sstudents/stu

5] a i a 5] a

suar/smail A fAAA 1QA8AA a A a
Sun0DsS xfire—a 5.8 Generic_108528-19 sundu sparc SUNW.Ultra-Enterprise—1800688
A8 A2 ./84

USER ATTENMTION PLEASE %%

LI B B B I A

SYSTEM MAMAGER

Bl 5.11 & » 3] Knight
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B 5.12 = % » 3| BBS @3 & (bbs.fcu.edu.tw)

5 CaiBiETH

9 Broadcase~

18 Hobby”

11 Forum~

12 Informations

13 Alumnis

14 Other~ L 5

15  BM~ = EEREH ] «[7:2H<[; H+[2J+[1 37; 46
«[13;37;44m (mﬁ_ 4 : fHel1:37:44m (2B E =

[8537;48n

«[1;33m
«[1im
«[1im
E,
«[1:31m ;
«[1;33m * + - ---
«[m

+[BA;34;4bmlest

1513 M P ANSI gL ik #
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2.

Pap AR G S BTG R

v 3 M
18 7] Escape Sequence ESC [bm #hpFiz » Ri% & fxd>
F i e £ 4 Windows APT # #2535 3]s #
we o FVATATE B4k I~¢7f§ Py s 1‘%;]&/‘ 3 TurboC 12 2 &
E3E% 0 T T ﬁ%ﬁ%’%ﬁuV?&%%éﬂu

Ho 03
% f% % &0 BBS ‘F'zg M- P Fg 7}@%’]’3‘_5‘1?\5
A0 B4l
ESC [3Im 1791w ESC [32m 1231

+ @ e Escape sequenceéi%lt':ﬁif%% F-Bae - LI
dmisn - LEHI G BT o
Fle . NET ¢ @~ 32 5 ) - B char shz > X5 752
/»}F#g/%@/_—.’”r‘l‘ﬁ’ly"‘%z.l_’#'&?‘r’);mgrl .net ~ ¥
G SN g s s 1790ESC % - B9 2~ F > @i
s enF e ‘F ZZDTFET o

L Py Bigd AR 0 P v Fenk - B g
Bl &_81-FE(12910-25410) » % = B =~ s ehde R A&

40—7E(64m—126m)*1 A1-FE(16110-25410) o @ 179102710 3 * 7
EREP] > Em b RFEE € MM 3 K5 A B

v
GRS L BN ES ERINE R B LY

T 5 3 5k B & _Windows » ¥ *enTelnet foiz B A2 #30 §F

it < z 4 R > B 6.1 ¥ Windows 7 Telnet » Ml
6.2 I e BAER  Ah G T4 B S BERESY © 3
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c® Telnet whshs.twhbs.org

R - B -

emprise
hook

Novel
Harry_Potter
Fantasy
Romance
Thriller
CallingCard
LyricLine
MAXIM
Poetry
story

denniswusc
tzuzuki
miai

siu
MiyaKami
NAKEDOFIUH
margritsas
chaile
ojizseylsu
yuyang
artonsCarl
reZeroswet
hivawvusami
HCOP-bluep
shinyu

emprise
hook

Mowvel
Harry_FPotter
Fantasy
Homance
Thrillew
CallingCard
LyricLine
MAXIH
Poetry
story

HF

iR R

ng>

denn1°uu/c
tsuzuki
miai

siu
MigvaKami
MAKEDOPIUM
margrit-sas
chaile
oji=z eyl u
guyang
arton/Carl
rezeroswet
hivawusami
NCOP-hluep
shinyu

B 6.2 B A% f“%@%wv‘ v FEELFET
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B L EE T K R vio AEE AR o vE- S fg ik F
# % vi chr 5 Windows » £ p 22 e telnet o

4. Windows API ig *
REH YA L o net RN T T S R & Ay %
#.net framework <0 5+ » 2 g T k%L @ 0 net b
250 E0F 0 E (T o 7 i net framework A B4z o B
wA g R o T A AN R T S
o

hod s iz B AN £ B h Windows & 0 F AL € F IRA
TSR

AL E R % T T - Ken net framework(1. 2)4g
M p PR R BB e BV F T T - AR HUR
At s (heBr po et 2 @ @7
PI» 37 F -2k %7 1E &4 net framework £ 3% - p
R3kiz 4 oF el AP s 42T o

=

Sw
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6.2 R &

Watip en 48> AF F R AT E 7 £_coding (R > @
FwE= ,i\.fu”)Z’/mfﬁ?&ilﬂggiﬁ_ﬁéi"I‘?n—\'ﬁp“ﬁi’/z—:}&\nﬁ 2t >
eI T SR SRR B LS T

m\v‘h

&@_?k}’gyiﬁjg\p Tt mdo R EAKI BRI F A Ao o
2 BT Glde L net chp iTEEHI0E 0 H rﬁbfﬂjﬂiiiéﬁﬁ?

lij)’?}én'%f‘ 9 2 w3 s 4 A E] "J‘m%r’} \11/7/3{ —-»,/z-l; ’ ?J'\
i net A E A e B - R E dRH R AR !
7 Avig i B * 2 apF i > WWW e BBS *Kzuﬂ é_* Ax B o A2 3V B gt in
;nu,gﬁéﬁﬁﬁﬂlmaaﬁ%ﬁTé’ibiﬁiiéié
* 2z 18 0 Ags WIW e BBS & B33 > RIS L ¥ A Ag5i et R AR
ﬁﬁ{iﬁﬁfﬂ%ﬁ 0o
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“4% B RFC 854

Network Working Group J. Postel

Request for Comments: 854 J. Reynolds
ISI

Obsoletes: NIC 18639 May 1983

TELNET PROTOCOL SPECIFICATION

This RFC specifies a standard for the ARPA Internet community. Hosts on
the ARPA Internet are expected to adopt and implement this standard.

INTRODUCTION

The purpose of the TELNET Protocol is to provide a fairly general,
bi-directional, eight-bit byte oriented communications facility. Its
primary goal is to allow a standard method of interfacing terminal
devices and terminal-oriented processes to each other. lItis
envisioned that the protocol may also be used for terminal-terminal
communication ("linking") and process-process communication
(distributed computation).

GENERAL CONSIDERATIONS

ATELNET connection is a Transmission Control Protocol (TCP)
connection used to transmit data with interspersed TELNET control
information.

The TELNET Protocol is built upon three main ideas: first, the
concept of a "Network Virtual Terminal"; second, the principle of
negotiated options; and third, a symmetric view of terminals and
processes.

1. When a TELNET connection is first established, each end is
assumed to originate and terminate at a "Network Virtual Terminal",
or NVT. An NVT is an imaginary device which provides a standard,
network-wide, intermediate representation of a canonical terminal.
This eliminates the need for "server" and "user" hosts to keep
information about the characteristics of each other's terminals and
terminal handling conventions. All hosts, both user and server, map
their local device characteristics and conventions so as to appear to
be dealing with an NVT over the network, and each can assume a
similar mapping by the other party. The NVT is intended to strike a
balance between being overly restricted (not providing hosts a rich
enough vocabulary for mapping into their local character sets), and
being overly inclusive (penalizing users with modest terminals).

NOTE: The "user" host is the host to which the physical terminal
is normally attached, and the "server" host is the host which is
normally providing some service. As an alternate point of view,
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applicable even in terminal-to-terminal or process-to-process
communications, the "user" host is the host which initiated the
communication.

2. The principle of negotiated options takes cognizance of the fact

that many hosts will wish to provide additional services over and

above those available within an NVT, and many users will have
sophisticated terminals and would like to have elegant, rather than
minimal, services. Independent of, but structured within the TELNET
Protocol are various "options" that will be sanctioned and may be

used with the "DO, DON'T, WILL, WON'T" structure (discussed below) to
allow a user and server to agree to use a more elaborate (or perhaps
just different) set of conventions for their TELNET connection. Such
options could include changing the character set, the echo mode, etc.

The basic strategy for setting up the use of options is to have

either party (or both) initiate a request that some option take

effect. The other party may then either accept or reject the

request. If the request is accepted the option immediately takes
effect; if it is rejected the associated aspect of the connection

remains as specified for an NVT. Clearly, a party may always refuse
a request to enable, and must never refuse a request to disable some
option since all parties must be prepared to support the NVT.

The syntax of option negotiation has been set up so that if both
parties request an option simultaneously, each will see the other's
request as the positive acknowledgment of its own.

3. The symmetry of the negotiation syntax can potentially lead to
nonterminating acknowledgment loops -- each party seeing the incoming
commands not as acknowledgments but as new requests which must be
acknowledged. To prevent such loops, the following rules prevail:

a. Parties may only request a change in option status; i.e., a
party may not send out a "request” merely to announce what mode it
is in.

b. If a party receives what appears to be a request to enter some
mode it is already in, the request should not be acknowledged.
This non-response is essential to prevent endless loops in the
negotiation. It is required that a response be sent to requests
for a change of mode -- even if the mode is not changed.

c. Whenever one party sends an option command to a second party,
whether as a request or an acknowledgment, and use of the option
will have any effect on the processing of the data being sent from
the first party to the second, then the command must be inserted

in the data stream at the point where it is desired that it take
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effect. (It should be noted that some time will elapse between

the transmission of a request and the receipt of an

acknowledgment, which may be negative. Thus, a host may wish to
buffer data, after requesting an option, until it learns whether

the request is accepted or rejected, in order to hide the

"uncertainty period" from the user.)

Option requests are likely to flurry back and forth when a TELNET
connection is first established, as each party attempts to get the

best possible service from the other party. Beyond that, however,
options can be used to dynamically modify the characteristics of the
connection to suit changing local conditions. For example, the NVT,
as will be explained later, uses a transmission discipline well

suited to the many "line at a time" applications such as BASIC, but
poorly suited to the many "character at a time" applications such as
NLS. A server might elect to devote the extra processor overhead
required for a "character at a time" discipline when it was suitable

for the local process and would negotiate an appropriate option.
However, rather than then being permanently burdened with the extra
processing overhead, it could switch (i.e., negotiate) back to NVT
when the detailed control was no longer necessary.

It is possible for requests initiated by processes to stimulate a
nonterminating request loop if the process responds to a rejection by
merely re-requesting the option. To prevent such loops from
occurring, rejected requests should not be repeated until something
changes. Operationally, this can mean the process is running a
different program, or the user has given another command, or whatever
makes sense in the context of the given process and the given option.
A good rule of thumb is that a re-request should only occur as a

result of subsequent information from the other end of the connection
or when demanded by local human intervention.

Option designers should not feel constrained by the somewhat limited
syntax available for option negotiation. The intent of the simple
syntax is to make it easy to have options -- since it is

correspondingly easy to profess ignorance about them. If some
particular option requires a richer negotiation structure than

possible within "DO, DON'T, WILL, WON'T", the proper tack is to use
"DO, DON'T, WILL, WON'T" to establish that both parties understand
the option, and once this is accomplished a more exotic syntax can be
used freely. For example, a party might send a request to alter
(establish) line length. If it is accepted, then a different syntax

can be used for actually negotiating the line length -- such a
"sub-negotiation" might include fields for minimum allowable, maximum
allowable and desired line lengths. The important concept is that
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such expanded negotiations should never begin until some prior
(standard) negotiation has established that both parties are capable
of parsing the expanded syntax.

In summary, WILL XXX is sent, by either party, to indicate that

party's desire (offer) to begin performing option XXX, DO XXX and
DON'T XXX being its positive and negative acknowledgments; similarly,
DO XXX is sent to indicate a desire (request) that the other party

(i.e., the recipient of the DO) begin performing option XXX, WILL XXX
and WON'T XXX being the positive and negative acknowledgments. Since
the NVT is what is left when no options are enabled, the DON'T and
WON'T responses are guaranteed to leave the connection in a state
which both ends can handle. Thus, all hosts may implement their
TELNET processes to be totally unaware of options that are not
supported, simply returning a rejection to (i.e., refusing) any

option request that cannot be understood.

As much as possible, the TELNET protocol has been made server-user
symmetrical so that it easily and naturally covers the user-user

(linking) and server-server (cooperating processes) cases. Itis
hoped, but not absolutely required, that options will further this

intent. In any case, it is explicitly acknowledged that symmetry is

an operating principle rather than an ironclad rule.

A companion document, "TELNET Option Specifications," should be
consulted for information about the procedure for establishing new
options.

THE NETWORK VIRTUAL TERMINAL

The Network Virtual Terminal (NVT) is a bi-directional character

device. The NVT has a printer and a keyboard. The printer responds
to incoming data and the keyboard produces outgoing data which is
sent over the TELNET connection and, if "echoes" are desired, to the
NVT's printer as well. "Echoes" will not be expected to traverse the
network (although options exist to enable a "remote" echoing mode of
operation, no host is required to implement this option). The code

set is seven-hit USASCII in an eight-bit field, except as modified

herein. Any code conversion and timing considerations are local
problems and do not affect the NVT.

TRANSMISSION OF DATA
Although a TELNET connection through the network is intrinsically

full duplex, the NVT is to be viewed as a half-duplex device
operating in a line-buffered mode. That is, unless and until
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options are negotiated to the contrary, the following default
conditions pertain to the transmission of data over the TELNET
connection:

1) Insofar as the availability of local buffer space permits,
data should be accumulated in the host where it is generated
until a complete line of data is ready for transmission, or

until some locally-defined explicit signal to transmit occurs.
This signal could be generated either by a process or by a
human user.

The motivation for this rule is the high cost, to some hosts,

of processing network input interrupts, coupled with the

default NVT specification that "echoes" do not traverse the
network. Thus, it is reasonable to buffer some amount of data
at its source. Many systems take some processing action at the
end of each input line (even line printers or card punches
frequently tend to work this way), so the transmission should
be triggered at the end of aline. On the other hand, a user

or process may sometimes find it necessary or desirable to
provide data which does not terminate at the end of a line;
therefore implementers are cautioned to provide methods of
locally signaling that all buffered data should be transmitted
immediately.

2) When a process has completed sending data to an NVT printer
and has no queued input from the NVT keyboard for further
processing (i.e., when a process at one end of a TELNET
connection cannot proceed without input from the other end),

the process must transmit the TELNET Go Ahead (GA) command.

This rule is not intended to require that the TELNET GA command

be sent from a terminal at the end of each line, since server

hosts do not normally require a special signal (in addition to
end-of-line or other locally-defined characters) in order to

commence processing. Rather, the TELNET GA is designed to help
a user's local host operate a physically half duplex terminal

which has a "lockable" keyboard such as the IBM 2741. A
description of this type of terminal may help to explain the

proper use of the GA command.

The terminal-computer connection is always under control of
either the user or the computer. Neither can unilaterally
seize control from the other; rather the controlling end must
relinguish its control explicitly. At the terminal end, the
hardware is constructed so as to relinquish control each time
that a "line" is terminated (i.e., when the "New Line" key is
typed by the user). When this occurs, the attached (local)
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computer processes the input data, decides if output should be
generated, and if not returns control to the terminal.  If

output should be generated, control is retained by the computer
until all output has been transmitted.

The difficulties of using this type of terminal through the

network should be obvious. The "local" computer is no longer
able to decide whether to retain control after seeing an

end-of-line signal or not; this decision can only be made by

the "remote" computer which is processing the data. Therefore,
the TELNET GA command provides a mechanism whereby the "remote
(server) computer can signal the "local" (user) computer that

it is time to pass control to the user of the terminal. It

should be transmitted at those times, and only at those times,
when the user should be given control of the terminal. Note

that premature transmission of the GA command may result in the
blocking of output, since the user is likely to assume that the
transmitting system has paused, and therefore he will fail to

turn the line around manually.

The foregoing, of course, does not apply to the user-to-server
direction of communication. In this direction, GAs may be sent at
any time, but need not ever be sent. Also, if the TELNET
connection is being used for process-to-process communication, GAs
need not be sent in either direction.  Finally, for
terminal-to-terminal communication, GAs may be required in
neither, one, or both directions. If a host plans to support
terminal-to-terminal communication it is suggested that the host
provide the user with a means of manually signaling that it is

time for a GA to be sent over the TELNET connection; this,
however, is not a requirement on the implementer of a TELNET
process.

Note that the symmetry of the TELNET model requires that there is
an NVT at each end of the TELNET connection, at least
conceptually.

STANDARD REPRESENTATION OF CONTROL FUNCTIONS

As stated in the Introduction to this document, the primary goal

of the TELNET protocol is the provision of a standard interfacing
of terminal devices and terminal-oriented processes through the
network. Early experiences with this type of interconnection have
shown that certain functions are implemented by most servers, but
that the methods of invoking these functions differ widely. For a
human user who interacts with several server systems, these
differences are highly frustrating. TELNET, therefore, defines a
standard representation for five of these functions, as described
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below. These standard representations have standard, but not
required, meanings (with the exception that the Interrupt Process
(IP) function may be required by other protocols which use
TELNET); that is, a system which does not provide the function to
local users need not provide it to network users and may treat the
standard representation for the function as a No-operation. On
the other hand, a system which does provide the function to a
local user is obliged to provide the same function to a network
user who transmits the standard representation for the function.

Interrupt Process (IP)

Many systems provide a function which suspends, interrupts,
aborts, or terminates the operation of a user process. This
function is frequently used when a user believes his process is
in an unending loop, or when an unwanted process has been
inadvertently activated. IP is the standard representation for
invoking this function. It should be noted by implementers
that IP may be required by other protocols which use TELNET,
and therefore should be implemented if these other protocols
are to be supported.

Abort Output (AO)

Many systems provide a function which allows a process, which
is generating output, to run to completion (or to reach the

same stopping point it would reach if running to completion)

but without sending the output to the user's terminal.

Further, this function typically clears any output already
produced but not yet actually printed (or displayed) on the

user's terminal. AO is the standard representation for

invoking this function. For example, some subsystem might
normally accept a user's command, send a long text string to
the user's terminal in response, and finally signal readiness

to accept the next command by sending a "prompt" character
(preceded by <CR><LF>) to the user's terminal. If the AO were
received during the transmission of the text string, a

reasonable implementation would be to suppress the remainder of
the text string, but transmit the prompt character and the
preceding <CR><LF>. (This is possibly in distinction to the
action which might be taken if an IP were received; the IP

might cause suppression of the text string and an exit from the
subsystem.)

It should be noted, by server systems which provide this
function, that there may be buffers external to the system (in
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the network and the user's local host) which should be cleared;
the appropriate way to do this is to transmit the "Synch"
signal (described below) to the user system.

Are You There (AYT)

Many systems provide a function which provides the user with
some visible (e.g., printable) evidence that the system is

still up and running.  This function may be invoked by the user
when the system is unexpectedly "silent" for a long time,
because of the unanticipated (by the user) length of a
computation, an unusually heavy system load, etc. AYT is the
standard representation for invoking this function.

Erase Character (EC)

Many systems provide a function which deletes the last
preceding undeleted character or "print position"* from the
stream of data being supplied by the user. This function is
typically used to edit keyboard input when typing mistakes are
made. EC is the standard representation for invoking this
function.

*NOTE: A "print position" may contain several characters
which are the result of overstrikes, or of sequences such as
<charl> BS <char2>...

Erase Line (EL)

Many systems provide a function which deletes all the data in
the current "line" of input.  This function is typically used

to edit keyboard input. EL is the standard representation for
invoking this function.

THE TELNET "SYNCH" SIGNAL

Most time-sharing systems provide mechanisms which allow a
terminal user to regain control of a "runaway" process; the IP and
AO functions described above are examples of these mechanisms.
Such systems, when used locally, have access to all of the signals
supplied by the user, whether these are normal characters or
special "out of band" signals such as those supplied by the
teletype "BREAK" key or the IBM 2741 "ATTN" key. This is not
necessarily true when terminals are connected to the system
through the network; the network's flow control mechanisms may
cause such a signal to be buffered elsewhere, for example in the
user's host.
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To counter this problem, the TELNET "Synch" mechanism is
introduced. A Synch signal consists of a TCP Urgent natification,
coupled with the TELNET command DATA MARK. The Urgent
notification, which is not subject to the flow control pertaining

to the TELNET connection, is used to invoke special handling of

the data stream by the process which receives it. In this mode,

the data stream is immediately scanned for "interesting" signals

as defined below, discarding intervening data. The TELNET command
DATA MARK (DM) is the synchronizing mark in the data stream which
indicates that any special signal has already occurred and the
recipient can return to normal processing of the data stream.

The Synch is sent via the TCP send operation with the Urgent
flag set and the DM as the last (or only) data octet.

When several Synchs are sent in rapid succession, the Urgent
notifications may be merged. It is not possible to count Urgents
since the number received will be less than or equal the number
sent. When in normal mode, a DM is a no operation; when in urgent
mode, it signals the end of the urgent processing.

If TCP indicates the end of Urgent data before the DM is found,
TELNET should continue the special handling of the data stream
until the DM is found.

If TCP indicates more Urgent data after the DM is found, it can

only be because of a subsequent Synch. TELNET should continue
the special handling of the data stream until another DM is

found.

"Interesting” signals are defined to be: the TELNET standard
representations of 1P, AO, and AYT (but not EC or EL); the local
analogs of these standard representations (if any); all other

TELNET commands; other site-defined signals which can be acted on
without delaying the scan of the data stream.

Since one effect of the SYNCH mechanism is the discarding of
essentially all characters (except TELNET commands) between the
sender of the Synch and its recipient, this mechanism is specified
as the standard way to clear the data path when that is desired.
For example, if a user at a terminal causes an AO to be
transmitted, the server which receives the AQ (if it provides that
function at all) should return a Synch to the user.

Finally, just as the TCP Urgent notification is needed at the
TELNET level as an out-of-band signal, so other protocols which

make use of TELNET may require a TELNET command which can be
viewed as an out-of-band signal at a different level.
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By convention the sequence [IP, Synch] is to be used as such a
signal. For example, suppose that some other protocol, which uses
TELNET, defines the character string STOP analogously to the
TELNET command AO. Imagine that a user of this protocol wishes a
server to process the STOP string, but the connection is blocked
because the server is processing other commands. The user should
instruct his system to:

1. Send the TELNET IP character;
2. Send the TELNET SYNC sequence, that is:

Send the Data Mark (DM) as the only character
in a TCP urgent mode send operation.

3. Send the character string STOP; and
4. Send the other protocol's analog of the TELNET DM, if any.

The user (or process acting on his behalf) must transmit the
TELNET SYNCH sequence of step 2 above to ensure that the TELNET IP
gets through to the server's TELNET interpreter.

The Urgent should wake up the TELNET process; the IP should
wake up the next higher level process.

THE NVT PRINTER AND KEYBOARD

The NVT printer has an unspecified carriage width and page length
and can produce representations of all 95 USASCII graphics (codes
32 through 126). Of the 33 USASCII control codes (0 through 31
and 127), and the 128 uncovered codes (128 through 255), the
following have specified meaning to the NVT printer:

NAME CODE MEANING
NULL (NUL) 0 No Operation
Line Feed (LF) 10 Moves the printer to the

next print line, keeping the

same horizontal position.
Carriage Return (CR) 13 Moves the printer to the left

margin of the current line.
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In addition, the following codes shall have defined, but not
required, effects on the NVT printer. Neither end of a TELNET
connection may assume that the other party will take, or will
have taken, any particular action upon receipt or transmission
of these:

BELL (BEL) 7 Produces an audible or
visible signal (which does
NOT move the print head).

Back Space (BS) 8 Moves the print head one
character position towards
the left margin.

Horizontal Tab (HT) 9 Moves the printer to the
next horizontal tab stop.
It remains unspecified how
either party determines or
establishes where such tab
stops are located.

Vertical Tab (VT) 11 Moves the printer to the
next vertical tab stop. It
remains unspecified how
either party determines or
establishes where such tab
stops are located.

Form Feed (FF) 12 Moves the printer to the top
of the next page, keeping
the same horizontal position.

All remaining codes do not cause the NVT printer to take any
action.

The sequence "CR LF", as defined, will cause the NVT to be
positioned at the left margin of the next print line (as would,

for example, the sequence "LF CR"). However, many systems and
terminals do not treat CR and LF independently, and will have to
go to some effort to simulate their effect. (For example, some
terminals do not have a CR independent of the LF, but on such
terminals it may be possible to simulate a CR by backspacing.)
Therefore, the sequence "CR LF" must be treated as a single "new
line" character and used whenever their combined action is
intended; the sequence "CR NUL" must be used where a carriage
return alone is actually desired; and the CR character must be
avoided in other contexts. This rule gives assurance to systems
which must decide whether to perform a "new line" function or a
multiple-backspace that the TELNET stream contains a character
following a CR that will allow a rational decision.

Note that "CR LF" or "CR NUL" is required in both directions
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(in the default ASCIl mode), to preserve the symmetry of the
NVT model. Even though it may be known in some situations
(e.g., with remote echo and suppress go ahead options in
effect) that characters are not being sent to an actual

printer, nonetheless, for the sake of consistency, the protocol
requires that a NUL be inserted following a CR not followed by
a LF in the data stream. The converse of this is that a NUL
received in the data stream after a CR (in the absence of
options negotiations which explicitly specify otherwise) should
be stripped out prior to applying the NVT to local character

set mapping.

The NVT keyboard has keys, or key combinations, or key sequences,
for generating all 128 USASCII codes. Note that although many
have no effect on the NVT printer, the NVT keyboard is capable of
generating them.

In addition to these codes, the NVT keyboard shall be capable of
generating the following additional codes which, except as noted,
have defined, but not reguired, meanings. The actual code
assignments for these "characters" are in the TELNET Command
section, because they are viewed as being, in some sense, generic
and should be available even when the data stream is interpreted
as being some other character set.

Synch

This key allows the user to clear his data path to the other
party. The activation of this key causes a DM (see command
section) to be sent in the data stream and a TCP Urgent
notification is associated with it. The pair DM-Urgent is to
have required meaning as defined previously.

Break (BRK)

This code is provided because it is a signal outside the
USASCII set which is currently given local meaning within many
systems. lItis intended to indicate that the Break Key or the
Attention Key was hit. Note, however, that this is intended to
provide a 129th code for systems which require it, not as a
synonym for the IP standard representation.

Interrupt Process (IP)
Suspend, interrupt, abort or terminate the process to which the

NVT is connected. Also, part of the out-of-band signal for
other protocols which use TELNET.
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Abort Output (AO)

Allow the current process to (appear to) run to completion, but
do not send its output to the user. Also, send a Synch to the
user.

Are You There (AYT)

Send back to the NVT some visible (i.e., printable) evidence
that the AYT was received.

Erase Character (EC)

The recipient should delete the last preceding undeleted
character or "print position" from the data stream.

Erase Line (EL)

The recipient should delete characters from the data stream
back to, but not including, the last "CR LF" sequence sent over
the TELNET connection.

The spirit of these "extra" keys, and also the printer format
effectors, is that they should represent a natural extension of

the mapping that already must be done from "NVT" into "local".
Just as the NVT data byte 68 (104 octal) should be mapped into
whatever the local code for "uppercase D" is, so the EC character
should be mapped into whatever the local "Erase Character"
function is.  Further, just as the mapping for 124 (174 octal) is
somewhat arbitrary in an environment that has no "vertical bar"
character, the EL character may have a somewhat arbitrary mapping
(or none at all) if there is no local "Erase Line" facility.

Similarly for format effectors: if the terminal actually does

have a "Vertical Tab", then the mapping for VT is obvious, and
only when the terminal does not have a vertical tab should the
effect of VT be unpredictable.

TELNET COMMAND STRUCTURE

All TELNET commands consist of at least a two byte sequence: the
"Interpret as Command" (IAC) escape character followed by the code

for the command. The commands dealing with option negotiation are
three byte sequences, the third byte being the code for the option
referenced. This format was chosen so that as more comprehensive use
of the "data space" is made -- by negotiations from the basic NVT, of
course -- collisions of data bytes with reserved command values will

be minimized, all such collisions requiring the inconvenience, and
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inefficiency, of "escaping"” the data bytes into the stream. With the
current set-up, only the IAC need be doubled to be sent as data, and
the other 255 codes may be passed transparently.

The following are the defined TELNET commands. Note that these codes
and code sequences have the indicated meaning only when immediately

preceded by an IAC.
NAME

SE
NOP
Data Mark

Break

Interrupt Process
Abort output

Are You There
Erase character
Erase Line

Go ahead

SB

CODE MEANING

240 End of subnegotiation parameters.
241 No operation.

242 The data stream portion of a Synch.
This should always be accompanied
by a TCP Urgent notification.

243 NVT character BRK.

244 The function IP.
245 The function AO.
246 The function AYT.
247 The function EC.
248 The function EL.

249 The GA signal.

250 Indicates that what follows is
subnegotiation of the indicated
option.

WILL (option code) 251 Indicates the desire to begin

performing, or confirmation that
you are now performing, the
indicated option.

WON'T (option code) 252 Indicates the refusal to perform,

DO (option code)

or continue performing, the
indicated option.

253 Indicates the request that the
other party perform, or
confirmation that you are expecting
the other party to perform, the
indicated option.

DON'T (option code) 254 Indicates the demand that the

IAC

Postel & Reynolds

other party stop performing,

or confirmation that you are no

longer expecting the other party

to perform, the indicated option.
255 Data Byte 255.
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CONNECTION ESTABLISHMENT

The TELNET TCP connection is established between the user's port U
and the server's port L. The server listens on its well known port L
for such connections. Since a TCP connection is full duplex and
identified by the pair of ports, the server can engage in many
simultaneous connections involving its port L and different user

ports U.

Port Assignment
When used for remote user access to service hosts (i.e., remote

terminal access) this protocol is assigned server port 23
(27 octal). Thatis L=23.
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